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1. Проектирование программного продукта

**1.1 UML диаграмма Прецедентов**

Данная диаграмма описывает возможные сценарии работы

пользователя(актера) с приложением для калькулятора, где в качестве

овалов(прецедентов) выступает требуемая цель со стороны пользователя, а

связь между ними и пользователем осуществлена пунктирными

линиями(зависимость), которые показывают, что все представленные

прецеденты зависят от действий актёра, и в то же время, возвращают ему

результат своей работы.

Рисунок 1.1 UML диаграмма Прецедентов
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**1.2 UML диаграмма Классов**

Данный вид диаграммы определяет типы объектов системы и различного

рода связи, которые существуют между ними.

Наша программа FunctionalCalc имеет точку входа в методе главного

класса Form1. В виде стрелки с закрашенным острием в виде ромба изображена

связь композиции, которая показывает, что класс Form1 является неделимой

частью пространства имен программы FunctionalCalc. А связь ассоциация,

между классами Form1 и FunctionalCalculator, показывает, что объекты одного

класса связанны с объектами другого, и между этими классами происходит

“полезное” взаимодействие.

Рисунок 1.2 UML диаграмма Классов

6

**1.3 UML диаграмма Состояний**

Диаграмма Состояний отражает динамический алгоритм работы

прикладной программы в зависимости от условий.

Вход в программу осуществляется с помощью черного закрашенного

круга, а выход- с помощью такого же закрашенного круга, на фоне с белым

внутренним ободом. В качестве прямоугольника с закругленными краями

выступает поведение нашего главного объекта(формы), и в зависимости от

направления стрелки, изменяется и состояние объекта. Закрашенные

прямоугольники описывают параллельные процессы.

Рисунок 1.3 UML диаграмма Состояний
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**1.4 UML диаграмма Последовательностей**

Диаграмма Последовательностей служит для описания более детального

взаимодействия частей системы, нежели диаграмма Прецедентов. В верхней

части диаграммы изображены “действующие лица” программы. Стрелка слеванаправо отражают очередность вызова какого-то действия со стороны

пользователя и получения сообщения от исполняющего эту функцию метода.

Горизонтальный прямоугольник под “действующим лицом” программы

показывает его время действия в контексте выполнения всей системы.

Вся работа приложения начинается с запуска приложения пользователем,

а все взаимодействия с функционалом программы производятся внутри системы

исходя из запросов пользователя. Тем самым программа получив сигнал

переходит уже к выполнению определенных действий, основанных на готовых

алгоритмах самой программы.

Рисунок 1.4 UML диаграмма Последовательносте

**2. Листинг кода прикладной программы(КОД)**

**3. Результат выполнения программы**

**4. Заключение**

Класс **EmploeeController** является контроллером, который обрабатывает запросы пользователя и взаимодействует с моделью данных и представлениями. Давайте разберем его методы:

1. **Конструктор**: Принимает контекст базы данных **ApplicationContext**, который используется для выполнения операций с базой данных.
2. **Метод Error**: Отображает представление с информацией об ошибке.
3. **Метод Create**: Отображает представление для создания нового работника.
4. **Метод Create (POST)**: Обрабатывает POST-запрос с данными нового работника, добавляет их в базу данных и перенаправляет пользователя на страницу создания.
5. **Метод GetEmployees**: Получает список работников с учетом фильтрации и сортировки, а затем отображает их на странице.
6. **Метод Delete**: Обрабатывает POST-запрос для удаления работника из базы данных по его идентификатору.
7. **Метод Edit**: Отображает представление для редактирования информации о работнике с указанным идентификатором.
8. **Метод Edit (POST)**: Обрабатывает POST-запрос с обновленными данными о работнике и сохраняет их в базе данных.
9. **Метод UploadJsonFile**: Обрабатывает POST-запрос для загрузки данных о работниках из JSON-файла, добавляет их в базу данных и возвращает сообщение об успешной загрузке.
10. **Метод DownloadFile**: Обрабатывает GET-запрос для скачивания JSON-файла с информацией о работнике с указанным идентификатором.
11. **Метод DownloadAllEmploees**: Обрабатывает POST-запрос для скачивания JSON-файла с информацией о всех работниках, указанных в модели представления.
12. **SortState**: Это перечисление, которое определяет возможные состояния сортировки для различных полей (имени, фамилии, электронной почты, даты приема на работу и т. д.).
13. **SortHeaderTagHelper**: Это класс тег-помощник, который генерирует HTML-теги ссылок для сортировки данных. Он принимает свойства, такие как **Property** (текущее свойство для сортировки), **Current** (активное свойство для сортировки), **Action** (действие контроллера для создания ссылки), и т. д. В зависимости от состояния сортировки он генерирует соответствующие HTML-теги и добавляет стрелку (вверх или вниз), указывающую на направление сортировки.
14. **SortViewModel**: Этот класс представляет модель представления для управления состоянием сортировки на странице. Он содержит свойства для всех полей, по которым можно сортировать, а также для текущего состояния сортировки и флага для указания направления сортировки (вверх или вниз).
15. **IndexViewModel**: Этот класс представляет модель представления для основной страницы, например, списка сотрудников. Он содержит коллекцию сотрудников, поля для фильтрации (**FName**, **LName**, **minstanding**) и объект модели представления **SortViewModel**, который используется для управления состоянием сортировки.